Capture and comparison of results is one key to successful software testing. For manual tests this often consists of viewing results to determine if they are anything like what we might expect. It is more complicated with automated tests, as each automated test case provides a set of inputs to the software under test (SUT) and compares the returned results against what is expected. Expected results are generated using a mechanism called a test oracle.

The term oracle may be used to mean several things in testing—the process of generating expected results, the expected results themselves, or the answer to whether or not the actual results are what we expected. In this article, the word oracle is used to mean an alternate program or mechanism used for generating expected results.

The heuristic approach is only one implement in a tool chest for SQA—the decision about which approach is best for you depends on your test situation. The table below gives descriptions of five approaches to oracles that have been successfully employed across the software industry to verify automated software tests.
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The balance between exhaustive comparison and no comparison at all  
*by Douglas Hoffman*
It is often impractical to exactly reproduce or compare accurate results, but it isn’t necessary for an oracle to be perfect to be useful. Several categories of oracles are described in Table 1. In this article, I’ll describe some ideas associated with what I call heuristic oracles.

A heuristic oracle provides exact results for a few inputs and uses simpler consistency checks (heuristics) for the rest. Regardless of the complexity of the SUT, known or easily-computed result values can be chosen for the exact comparisons. The heuristic oracle can usually be built into the test case or verifier to simplify testing. This approach can have substantial advantages. Furthermore, the same heuristic oracle or simple variations are often reusable across broad classes of software.

As a simple example of the idea, consider the sine function. An implementation of sine could be tested against a separately implemented routine that uses a different computational algorithm. That separate routine is a True Oracle. Such an oracle is very flexible—it can be used with as many test inputs as you have time to generate, it can accept any inputs the SUT can, and it has a high likelihood of identifying errors. Note that it won’t necessarily find all errors because it might share some with the SUT. For example, the same hardware or operating system fault might affect both (such as the “Pen- tium bug”), or both might use the wrong units. In such cases, both the SUT and the oracle could produce the same wrong answer. Unfortunately, this independent oracle is expensive both to create and use, often costing as much or more than the SUT to develop and using equal or greater machine resources. It also has a high likelihood of having its own errors because its complexity often rivals the SUT.

The other extreme is to have no oracle at all. I’ve reviewed automated tests that were proudly created and run, sending thousands or millions of test values to the SUT—and confirming nothing more than that the test does not crash the system or provide some other spectacular notice to the tester. That’s not expensive, but it’s also rarely useful and certainly tells us nothing about whether the answers from the SUT are correct.

A heuristic oracle provides a reasonable alternative between slow, expensive, and voluminous results generation on the one hand, and unverified SUT results on the other. The approach can be used when the SUT can be characterized as having a nice, predictable relationship between the inputs and results—one that can be exploited in testing. (See the sidebar for a further discussion of the relationships where heuristic oracles can most easily be used.) For the sine function, the predictable relationship used for the heuristic is that the function increases between 0 and 90 degrees, decreases from 90 to 270 degrees, and increases
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What are nice, predictable relationships?

A lgorithms and results come in many forms. Often there are so many variables involved that we despair at the prospect of entering arbitrary data in a test, and we fall back on sets of input and result values we already know. Heuristic oracles depend upon our seeing some relationship between the inputs and results in the SUT and exploiting that relationship through an underlying simpler one.

So, one question is what types of relationships should we look for? I define “nice relationships” as ones that work for ranges of inputs and/or outputs. The heuristic must hold for all values in the definable range(s) of inputs or results—without gaps. When there are exceptions in the range, the function (or comparison) gets extremely complicated, usually negating the value of using the heuristic oracle. It gets really difficult to sort through input values to decide if the relationship applies. If the sine relationship (sequential results getting larger or smaller) only worked for integer degree values, the heuristic wouldn’t be very useful. In order to be “nice” the relationship needs to be continuous. It may only apply for one range of values, as is the case in the sine example, but a few simple checks on the input values easily put the results into one of the two heuristics.

“Predictable relationships” are fairly easy to identify—and the nature of the predictability is what we use to come up with the heuristic. In the sine example, the results predictably increase or decrease between the minima and maxima, and this is the basis of discovering the simple heuristic.
again to 360 degrees. The exact value of sine at 34 degrees is hard to predict, but you can easily check that it’s larger than the value at 33 degrees and smaller than the value at 35 degrees. For the values of sine that are easy to predict [sin(0) is 0, sin(90 degrees) is 1, sin(180 degrees) is 0, and sin(270 degrees) is –1], exact results can be checked. Between the four values the heuristic applies.

This heuristic oracle is very easy to implement compared to an alternate version of sine and runs much faster. The number of inputs to try can be chosen based on the time allocated to run the test. It will find errors such as those shown in Figures 2 and 3. In Figure 2, the predictable descent from crest to trough is violated. In Figure 3, the curve is too large in the vertical direction. Heuristic oracles are also good at finding errors such as the discontinuous (incorrect) sine wave in Figure 4. This heuristic approach also finds most problems at internal boundary conditions and special value cases.

Larger Examples
Math functions are not the only place that heuristic oracles are useful. I recall two database applications where we overcame practical limitations of automated testing using heuristic oracles. The first case was with a software company that produced commercial relational database systems. Large databases were needed, with a staggering number of transactions. Verification of results from the automated tests meant sifting through huge binary files containing complex interconnections, and verifying the correctness of all the data values and interconnections. That was not going to happen in our lifetimes.

...
input variables or results. There may be more than one pattern; so look for more than one, and then pick the simplest one that will do the job. The simpler the algorithm the faster, cheaper, and more reliable the heuristic oracle. If you can’t see the simple approximation or rule-of-thumb, then you can’t create a heuristic oracle for the function.

Some tricks may help. Break the SUT up into pieces. Each piece may be based on a range of inputs (or results). In the sine example, I broke the function into two ranges for the heuristics: rising results and falling results. The mega-databases were verified by splitting the results into two categories: those known at the time of writing the tests, and new results. Then two different heuristic approaches were applied to verify them.

Another trick is to look for other simple relationships between the input variables and results related to those you are testing. For example, the date/time of creation for a record may correlate with the record number, and therefore all records created on a specific date should form a block. (If there is a gap in the record numbers, the missing record must be absent from the database. It cannot have been created on any other day.)

You can often divide test results into two groups: what we know to expect, and what we can’t predict. In the sine example, there were four values that could be predicted exactly. The rest were verified using a heuristic oracle.

When looking for patterns, consider reordering the data. For example, two equivalent sets of elements can be sorted and compared to show they do (or do not) contain the same items.

Blocks of information can often be represented by the starting value and count of elements. Variations are possible by using fixed increments between values or using simple patterns for changing increments.

**When Heuristic Oracles Don’t Work**

If you don’t have a simple pattern to work from, you don’t have the necessary heuristic. GUI contents and navigations usually don’t have simple patterns, and heuristic oracles won’t apply. If your pattern is too complex, then you add the risk that the heuristic oracle will introduce errors (and therefore produce false reports of errors in the SUT). Overly complex patterns lead to expensive heuristic oracles that don’t verify the accuracy of the SUT’s results. If you’re going to all that expense it might be better to use a True Oracle.

Keep in mind that the very nature of a heuristic means that it is not exact. The general rules can miss detecting actual problems. For instance, the heuristic oracle for the sine example would erroneously pass the sawtooth function in Figure 6. The four exact points are correct, and that function smoothly increases or decreases in the appropriate regions—but if verifying the accuracy is critical for all the values, then the heuristic oracle won’t do the job.

However, it’s not likely that a sine function would be incorrectly implemented as a sawtooth function. That’s an important point. Heuristic oracles work when the failures they detect are failures that real programmers are likely to make. Heuristic oracles don’t work if plausible mistakes would produce results that still satisfy the predictable relationship behind the oracle. For example, in the case of the sine function, rounding errors might lead to the kind of incorrect graphs shown in Figure 7, but these variances would still pass the heuristic oracle’s test.

When planning to use a heuristic oracle, try to predict what failures it should catch and which it might miss, and ask if you’re willing to accept that risk. In the sine example in Figure 7, other tests would be required to check for the rounding errors.

Care must be taken to choose the best method of results comparison when you are creating a test environment architecture and planning automated tests. Oracles are required for verification, but the nature of an oracle depends on several factors—most of which are under the control of the automation architect and test designer. In the range of oracles you have to choose from, heuristic oracles provide alternatives to more expensive or impractical True Oracles, while providing useful data about characteristics of expected results. When you find yourself in situations where complete information is unavailable or impractical to acquire, a heuristic oracle can offer you an important potential method of verification.

Douglas Hoffman has been in the software engineering and quality assurance fields for over 25 years and is currently an independent consultant with Software Quality Methods, LLC. He is very active professionally, is a member of several professional societies, and has been a participant at dozens of software quality and metrics conferences. He has earned a Certificate in Software Quality Engineering from ASQ and has degrees in CS, EE, and an MBA. His email address is doug.hoffman@asqnet.org.